Graphing in Vpython (With Credit to Bruce Sherwood and the Visual Documentation)

In this section we describe features for plotting graphs with tick marks and labels. Here is a simple example of how to plot a graph:

from visual.graph import * # import graphing features

funct1 = gcurve(color=color.cyan) # a connected curve object

for x in arange(0., 8.1, 0.1): # x goes from 0 to 8

    funct1.plot(pos=(x,5.*cos(2.*x)*exp(-0.2*x))) # plot

[image: image1.png]


Importing from visual.graph makes available all Visual objects plus the graph plotting module. The graph is autoscaled to display all the data in the window.

Exercise:

Now plot 3 complete cycles of a sine function with an amplitude of  2m and a wavelength of 2m centered about the origin. 

You can also plot points on a graph instead of a connected curve using a gvdots object. 

funct1 = gcurve(color=color.cyan)

funct2 = gvdots(delta=0.05, color=color.blue)

for x in arange(0., 8.1, 0.1):

    funct1.plot(pos=(x,5.*cos(2.*x)*exp(-0.2*x))) # curve

    funct2.plot(pos=(x,4.*cos(0.5*x)*exp(-0.1*x))) # dots

In a plot operation you can specify a different color to override the original setting:

mydots.plot(pos=(x1,y1), color=color.green)

You can provide a list of points to be plotted, just as is the case with the ordinary curve object:

points = [(1,2), (3,4), (-5,2), (-5,-3)]

data = gdots(pos=points, color=color.blue)

Creating multiple Graph Windows
You can establish a gdisplay to set the size, position, and title for the title bar of the graph window, specify titles for the x and y axes, and specify maximum values for each axis, before creating gcurve or other kind of graph plotting object:

graph1 = gdisplay(x=0, y=0, width=600, height=150,

          title='N vs. t', xtitle='t', ytitle='N',

          xmax=50., xmin=-20., ymax=5E3, ymin=-2E3,

          foreground=color.black, background=color.white)

For example:

from visual.graph import *
 # import graphing features

graph1 = gdisplay() #Create Graph Display

graph2 = gdisplay(y = 100)  #Create 2nd Graph Display

funct1 = gcurve(gdisplay = graph1,color=color.cyan)  #Create a function 

funct2 = gdots(gdisplay = graph2, color=color.blue)

for x in arange(0., 8.1, 0.1):

    funct1.plot(pos=(x,5.*cos(2.*x)*exp(-0.2*x))) # curve

    funct2.plot(pos=(x,4.*cos(0.5*x)*exp(-0.1*x))) # dots

Exercise: 

Create graphs of the normal curve between the bounds of -5 and 5, and its first and second derivatives each in a separate window.   

Windows and Mouse Events 

Initially, there is one Visual display window named scene. Display objects do not create windows on the screen unless they are used, so if you immediately create your own display object early in your program you will not need to worry about scene. If you simply begin creating objects such as sphere they will go into scene.

display() Creates a display with the specified attributes, makes it the selected display, and returns it. For example, the following creates another Visual display window 600 by 200, with 'Graph of position' in the title bar, centered on (5,0,0) and with a background color of cyan filling the window.

scene2 = display(title='Graph of position', width=600, height=200, center=(5,0,0), background=(0,1,1))

Some handy attributes of the display are:

center Location at which the camera continually looks, even as the user rotates the position of the camera. If you change center, the camera moves to continue to look in the same "compass" direction toward the new center, unless you also change forward (see next attribute). Default (0,0,0).

autocenter scene.center is continuously updated to be the center of the smallest axis-aligned box containing the scene. This means that if your program moves the entire scene, the center of that scene will continue to be centered in the window.

forward  Vector pointing in the same direction as the camera looks (that is, from the current camera location, given by scene.mouse.camera, toward scene.center). The user rotation controls, when active, will change this vector continuously. When forward is changed, the camera position changes to continue looking at center. Default (0,0,-1).

range The extent of the region of interest away from center along each axis. This is always 1.0/scale, so use either range or scale depending on which makes the most sense in your program. Default (10,10,10) or set by autoscale.

scale A scaling factor which scales the region of interest into the sphere with unit radius. This is always 1.0/range, so use either range or scale depending on which makes the most sense in your program. Default (0.1,0.1,0.1) or set by autoscale.

Mouse Interactions

This program displays a sphere (which automatically creates a window referred to as scene), then repeatedly waits for a mouse left click, prints the mouse position, and displays a small red sphere. A mouse left click is defined as pressing and releasing the left mouse button at nearly the same location.

scene.range = 4 

sphere() # display a white sphere for context

while 1:

    if scene.mouse.clicked:  #Is there a mouse click event

        mouseevent = scene.mouse.getclick() #Get the Mouse Event

        location = mouseevent.pos

        print location

        sphere(pos=location, radius=0.1, color=(1,0,0))

Try running this program. You will find that if you click inside the white sphere, nothing seems to happen. This is because the mouse click is in the x,y plane, so the little red sphere is buried inside the large white sphere. If you rotate the scene and then click, you'll see that the little red spheres go into the new plane parallel to the screen and passing through display.center. If you want all the red spheres to go into the xy plane, do this:

  location = mouseevent.project(normal=(0,0,1))#project into xy

  if location: # loc is None if no intersection with plane

      print location

      sphere(pos=location, radius=0.1, color=(1,0,0))


There are four kinds of mouse events: press, click, drag, and drop:

   A press event occurs when a mouse button is depressed.

   A click event occurs when all mouse buttons are released with no or very slight movement of the mouse.
   Note that a click event happens when the mouse button is released.

   A drag event occurs when the mouse is moved slightly after a press event, with mouse buttons still down.
   This can be used to signal the beginning of dragging an object..

   A drop event occurs when the mouse buttons are released after a drag event.

The mouseevent has the following attributes:

pos The current 3D position of the mouse cursor; scene.mouse.pos. Visual always chooses a point in the plane parallel to the screen and passing through display.center. 

button = None (no buttons pressed), 'left', 'right', 'middle', or 'wheel' (scroll wheel pressed on some Windows mouses). Example: scene.mouse.button == 'left' is true if the left button is currently down.

pick The nearest object in the scene which falls under the cursor, or None. At present only spheres, boxes, cylinders, and convex can be picked. The picked object is scene.mouse.pick.

pickpos The 3D point on the surface of the picked object which falls under the cursor, or None; scene.mouse.pickpos.

camera The read-only current position of the camera as positioned by the user, scene.mouse.camera. For example, mag(scene.mouse.camera-scene.center) is the distance from the center of the scene to the current position of the camera. If you want to set the camera position and direction by program, use scene.forward and scene.center.

ray A unit vector pointing from camera in the direction of the mouse cursor. 
Exercise:

Write a program to have the user click two points on the screen and place a ball at each of those points.  Create a graph object that plots the position of those two points with the line connecting them. 

