Programming Day 2
1.1 An example of a for loop 

In programming a loop is a statement or block of statements that is executed repeatedly. for loops are used to do something a fixed number of times (where the number is known at the start of the loop). Here is an example: 

      sumsquares = 0    # sumsquares must have a value because we increment

                        # it later.

      for i in [0, 1, 2, 3, 4, 5]:

          print "i now equal to:", i

          sumsquares = sumsquares + i**2    # sumsquares incremented here

          print "sum of squares now equal to:", sumsquares

          print "------"

      print "Done."

The indentation of this program is essential. Copy it into an empty module. IDLE will try and help you with the indentation but if it doesn't get it right use the TAB key. Don't forget the colon at the end of the for line. The role of indentation is explained below but first let us consider the for loop. Try and work out what a for loop does from the program's output. 

The for loop can actually be considered as a for each loop: ``For each thing in the list that follows, execute some statements''. Remember a list is enclosed in square brackets. On each iteration of the loop, the next item in the list is assigned to i. That is to say, the first time around, i = 0, the second time i = 1, etc. 

Indentation is an intrinsic part of Python's syntax. In most languages indentation is voluntary and a matter of personal taste. This is not the case in Python. The indented statements that follow the for line are called a nested block. Python understands the nested block to be the section of code to be repeated by the for loop. 

Note that the print "Done." statement is not indented. This means it will not be repeated each time the nested block is. The blank line after the nested block is not strictly necessary, but is encouraged as it aids readability. 

The editor and interactive interpreter will try and indent for you. If you are using the interpreter it will keep giving you indented lines until you leave an empty line. When you do this, the condition will be tested and if appropriate the nested block will be executed. 
1.2 Using the range function 

Often we want to do something a large number of times, in which case typing all the numbers becomes tedious. The range() function returns a list of numbers, allowing us to avoid typing them ourselves. 

You should give range() at least two parameters: first the number at which the list starts and then the number up to which the list should go. Note that the second number itself is not in the range but numbers up to this number are. This may seem strange but there are reasons. 

By way of example, we could have replicated the function of the for loop above using range(6) since: 

      >>> print range(0, 6)

      [0, 1, 2, 3, 4, 5]

So we could have constructed the for loop as follows: 

      for i in range(0, 6):

          print "i now equal to:", i

          sumsquares = sumsquares + i**2

          # etc.

Here is another example of the use of range(): 

      >>> print range(5, 10)

      [5, 6, 7, 8, 9]

If you are uncertain what parameters to give range() to get it to execute your for loop the required number of times, just find the difference between the first and second parameters. This is then the number of times the contents of the for loop will be executed. 

You may also specify the step, i.e. the difference between successive items. As we have seen above, if you do not specify the step the default is one. 

      >>> print range(10, 20, 2)

      [10, 12, 14, 16, 18]

Note that this goes up to 18, not 19, as the step is 2. 

You can always get the number of elements the list produced by range() will contain (and therefore the number of times the for loop will be executed) by finding the difference between the first and second parameters and dividing that by the step. For example range(10, 20, 2) produces a list with 5 elements since 
The range function will only produce lists of integers. If you want to do something like print out the numbers from 0 to 1, separated by 0.1 some ingenuity is required: 

      for i in range(0, 10):

          print i / 10

EXERCISE  
Use the range function to create a list containing the numbers 4, 8, 12, 16, and 20. Write a program to read a number from the keyboard and then print a ``table'' (don't worry about lining things up yet) of the value of [image: image1.png]


and 1/x from 1 up to the number the user typed, in steps of, say, 2. 

1.3 Nested Loops:

In class we talked about the normal distribution.  This distribution is generated when there are random uncorrelated events.  If we want to flip 50 coins, 50 times we might use code that looks something like this:

from random import random

times = 100

flips = 100

for i in range(times):

    heads = 0

    for n in range(flips):

        if random() > 0.5:

            heads = heads + 1   

    print heads

EXERCISE  
Write a program to read a pair of numbers from the keyboard and then calculate the factorial of each of the numbers between those two numbers.  Your program should display the factorials on the screen.
2. else and elif statements 

else and elif statements allow you to test further conditions after the condition tested by the if statement and execute alternative statements accordingly. They are an extension to the if statement and may only be used in conjunction with it. 

If you want to execute some alternative statements if an if test fails, then use an else statement as follows: 

      if [condition]:

          [Some statements executed only if [condition] is true]

      else:

          [Some statements executed only if [condition] is false]

      [rest of program]

If the first condition is true the indented statements directly below it are executed and Python jumps to [rest of program] Otherwise the nested block below the else statement is executed, and then Python proceeds to [rest of program]. 

The elif statement is used to test further conditions if (and only if) the condition tested by the if statement fails: 

      x = input("Enter a number")

      if 0 <= x <= 10:

          print "That is between zero and ten inclusive"

      elif 10 < x < 20:

          print "That is between ten and twenty"

      else:

          print "That is outside the range zero to twenty"
3 Using library functions 

Python contains a large library of standard functions which can be used for common programming tasks. You can also create your own (see Section  ``Making Functions''). A function is just some Python code which is separated from the rest of the program. This has several advantages: Repeated sections of code can be re-used without rewriting them many times, making your program clearer. Furthermore, if a function is separated from the rest of the program it provides a conceptual separation for the person writing it, so they can concentrate on either the function, or the rest of the program. 

Python has some built-in functions, for example type() and range() that we have already used. These are available to any Python program. 

To use a function we call it. To do this you type its name, followed by the required parameters enclosed in parentheses. Parameters are sometimes called arguments, and are similar to arguments in mathematics. In math, if we write  sin(/4), we are using the sin function with the argument /4. Functions in computing often need more than one variable to calculate their result. These should be separated by commas, and the order you give them in is important. Refer to the discussion of the individual functions for details. 

Even if a function takes no parameters (you will see examples of such functions later), the parentheses must be included. 

However, the functions in the library are contained in separate modules, similar to the ones you have been writing and saving in the editor so far. In order to use a particular module, you must explicitly import it. This gives you access to the functions it contains. 

The most useful module for us is the math library. If you want to use the functions it contains, put the line from math import * at the top of your program. 

The math functions are then accessible in the same way as the built in functions. For example, to calculate the sin and cos of /3 we would write a module like this: 

    from math import *   

    mynumber = pi / 3

    print sin(mynumber)

    print cos(mynumber)

The math module contains many functions, the most useful of which are listed below. Remember that to use them you must from math import *. 

	Function 
	Description 

	sqrt([image: image2.png]


)
	Returns the square root of [image: image3.png]




	exp([image: image4.png]


)
	Return [image: image5.png]




	log([image: image6.png]


)
	Returns the natural log, i.e. [image: image7.png]Inz





	log10([image: image8.png]


)
	Returns the log to the base 10 of [image: image9.png]




	sin([image: image10.png]


)
	Returns the sine of [image: image11.png]




	cos([image: image12.png]


)
	Return the cosine of [image: image13.png]




	tan([image: image14.png]


)
	Returns the tangent of [image: image15.png]




	asin([image: image16.png]


)
	Return the arc sine of [image: image17.png]




	acos([image: image18.png]


)
	Return the arc cosine of [image: image19.png]




	atan([image: image20.png]


)
	Return the arc tangent of [image: image21.png]




	fabs([image: image22.png]


)
	Return the absolute value, i.e. the modulus, of [image: image23.png]




	floor([image: image24.png]


)
	Rounds a float down to its integer


The math library also contains two constants: pi, [image: image25.png]


, and e, [image: image26.png]


. These do not require parentheses (see the above example). 

Note the floor function always rounds down which can produced unexpected results! For example 

    >>> floor(-1.01)

    -4.0

EXERCISE 
Use the math library and the vpython curve function to write a program to generate a sphere.

4 Arrays 

The elements of a list can, in principle, be of different types, e.g. [1, 3.5, "boo!"]. This is sometimes useful but, as scientists you will mostly deal with arrays. These are like lists but each element is of the same type (either integers or floats). This speeds up their mathematical manipulation by several orders of magnitude. 

Arrays are not a ``core'' data type like integers, floating points and strings. In order to have access to the array type we must import the Numeric library. This is done by adding the following line to the start of every program in which arrays are used: 

    from Numeric import *

The visual library imports the Numeric library so you do not need that line if you are writing a Vpython program.

    >>> from Numeric import *

    >>> xx = array([1, 5, 6.5, -11])

    >>> print xx

    [  1.    5.    6.5 -11. ]

The square brackets within the parentheses are required. You can call an array anything you could call any other variable. 

The decimal point at the end of 1, 5 and -11 when they are printed indicates they are now being stored as floating point values; all the elements of an array must be of the same type and we have included 6.5 in the array so Python automatically used floats. 

We can extend the box analogy used to describe variables in Section 1.2 to arrays. An array is a box too, but within it are smaller, numbered boxes. Those numbers start at zero, and go up in increments of one. 

	[image: image27.png]




	Arrays can be thought of as boxes around boxes


This simplifies the program--there need not be very many differently named variables. More importantly it allows the referencing of individual elements by offset. By referencing we mean either getting the value of an element, or changing it. The first element in the array has the offset [0] (n.b. not 1). The individual element can then be used in calculations like any other float or integer variable The following example shows the use of referencing by offset using the array created above: 

    >>> print xx

    [  1.    5.    6.5 -11. ]

    >>> print xx[0]

    1.0

    >>> print xx[3]

    -11.0

    >>> print range(xx[1]) # Using the element just like any other variable

    [0, 1, 2, 3, 4]              

    >>> xx[0] = 66.7

    >>> print xx

    [ 66.7   5.    6.5 -11. ]

Let's consider an example. The user has five numbers representing the number of counts made by a Geiger-Muller tube during successive one minute intervals. The following program will read those numbers in from the keyboard. and store them in an array. 

    from Numeric import *

    counts = zeros(5, Int)      # See below for an explanation of this

    for i in range(0, 5):

        print "Minute number", i

        response = input("Give the number of counts made in the minute")

        counts[i] = response

    print "Thank you"

The contents of the for loop are executed five times (see Section  ``Using the range function'' if you are unsure). It asks the user for the one minute count each time. Each response is put into the counts array, at the offset stored in i (which, remember, will run from 4 to sin (2i/100)). 

The new thing in this example is the zeros function. You cannot get or change the value of an element of an array if that element does not exist. For example, you cannot change the 5th element of a two element array: 

    >>> xx = array([3, 4])

    >>> xx[4] = 99

    Traceback (most recent call last):

      File "<pyshell#4>", line 1, in ?

        xx[4] = 99

    IndexError: index out of bounds

Contrast this with numbers (floats and integers) and strings. With these assigning to the variable creates it. With arrays Python must first know how many elements the variable contains so it knows where to put things, i.e. ``how many boxes are inside the box''. 

This means we must create an empty five element array before we can start storing the Geiger-Muller counts in it. We could do this by writing counts = array(0, 0, 0, 0, 0) but this would quickly get tedious if we wanted a bigger array. 

Instead we do it with the zeros() function. This takes two parameters, separated by a comma. The first is the number of elements in the array. The second is the type of the elements in the array (remember all the elements are of the same type). This can be Int or Float (Note the upper case ``I'' and ``F'' -- this is to distinguish them from the float() and int() functions discussed in Section  ``File input and output''). 

In the Geiger-Muller example we created an array of type Int because we knew in advance that the number of counts the apparatus would make would necessarily be a whole number. Here are some examples of zeros() at work: 

    >>> xx = zeros(5, Int)

    >>> print xx

    [0 0 0 0 0]

    >>> yy = zeros(4, Float)

    >>> print yy

    [ 0.  0.  0.  0.]

If there is any uncertainty as to whether Int or Float arrays are appropriate then use Float. 

Note:  Python has both arrays and lists.  Arrays have all elements of the same type, where lists can have objects of different types, IE strings, integers etc. 
EXERCISE 
Using for loops, range(), and the zeros() function, construct two 100 element arrays, such that element i of one array contains cos (2i/100) and the corresponding element of the other contains sin (2i/100). 
Compute the scalar (i.e. dot) products of the two arrays, to check that sin and cos are orthogonal, i.e. their dot product is zero. The scalar, or dot, product is defined as: 
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5 Making your own functions 

As we saw earlier, functions are very useful tools for making your programs more concise and modular. 

The libraries provide a useful range of facilities but a programmer will often want or need to write their own functions if, for example, one particular section of a program is to be used several times, or if a section forms a logically complete unit. 

Functions must be defined before they are used, so we generally put the definitions at the very top of a program. Here is a very simple example of a function definition that returns the sum of the two numbers it is passed: 

    >>> def addnumbers(x, y):

            sum = x + y

            return sum

    >>> x = addnumbers(5, 10)

    >>> print x

    15

The structure of the definition is as follows: 

1. The top line must have a def statement: this consists of the word def, the name of the function, followed by parentheses containing the names of the parameters passed as they will be referred to within the function. 

2. Then an indented code block follows. This is what is executed when the function is called, i.e. used. 

3. Finally the return statement. This is the result the function will return to the program that called it. If your function does not return a result but merely executes some statements then it is not required. 

If you change a variable within a function that change will not be reflected in the rest of the program. For example: 

    >>> def addnumbers(x, y):

            sum = x + y

            x = 1000

            return sum

    >>> x = 5

    >>> y = 10

    >>> answer = addnumbers(x, y)

    >>> print x, y, answer

    5 10 15

Note that although the variable x was changed in the function, that change is not reflected outside the function. This is because the function has its own private set of variables. This is done to minimize the risk of subtle errors in your program 

If you really want a change to be reflected then return a list of the new values as the result of your function. Lists can then be accessed by offset in the same way as arrays: 

    >>> def addnumbers(x, y):

            sum = x + y

            x = 100000

            return [sum, x]

    >>> x = 5

    >>> y = 10

    >>> answer = addnumbers(x, y)

    >>> print answer[0]

    15

    >>> print answer[1]

    100000

Exercise:

Use your homework program that takes three arguments representing degrees, minutes, seconds of an angle (i.e. Declination) and returns a single value, representing the same angle converted to decimal degrees. Turn this program into a function that is called with arguments of degrees, minutes and seconds and returns a single value as a decimal.  

6 File input and output 

So far we have taken input from the keyboard and sent output to the screen. However, you may want to save the results of a calculation for later use or read in data from a file for Python to manipulate. You give Python access to a file by opening it: 

    >>> fout = open("results.dat", "w")

fout is then a variable like the integers, floats and arrays we have been using so far--fout is a conventional name for an output file variable, but you are free to choose something more descriptive. The open function takes two parameters. First a string that is the name of the file to be accessed, and second a mode. The possible modes are as follows: 

	Mode 
	Description 

	r
	The file is opened for reading

	w
	The file is opened for writing, erasing the old file--be careful!

	a
	The file is opened for appending--data written to it is added on at the end


6.1 Reading from a file 

There are various ways of reading data in from a file. The readline() method returns the first line the first time it is called, and then the second line the second time it is called, and so on, until the end of the file is reached when it returns an empty string: 

    >>> fin = open("input.dat", "r")

    >>> fin.readline()

    '10\n'

    >>> fin.readline()

    '20\n'

    >>> fin.readline()

    ''

The \n characters are newline characters. 

The parentheses are required. If they are not included the file will not be read. They are to tell Python that you are using the readline() function (recall a function is always followed by parentheses, whether it takes any arguments or not). 

You can see from the example that you tell Python to use methods by adding a full stop followed by the name of the method to the variable name of the file. This syntax may seem strange but for now just use the examples below as your guide to the syntax, and don't worry about what it means. 

The contents are read in and returned as a string, but if the data are numeric you need to coerce them into either floats or integers before they are used in calculations: 

    >>> fin = open("input.dat", "r")

    >>> x = fin.readline()

    >>> type(x)

    <type 'str'>

    >>> y = float(x)

    >>> type(y)

    <type 'float'>

    >>> print y

    10.0

However, if the file you are inputting from is formatted such that each line contains more than one datum, you will need to use the string library to turn a line of text into several separate numbers. 

Begin your program with from string import * to have access to the library, then create a file variable and read in the first line as usual. (Note: the data read in are just examples). 

    >>> fin = open("input.dat", "r")

    >>> line = fin.readline()

    >>> print line

    1 5.06 78 15

    >>> type(line)

    <type 'str'>

The variable line is now simply a string containing the contents of the line. Assuming the data on the line are separated by white space (ie. any number of spaces or tabs), you can split the string into individual numbers using the split function. The split function takes at least one argument: the string which it will split into a list: 

    >>> data = line.split()
    >>> print data

    ['1', '5.06', '78', '15']

The variable data is now a list, each element of which contains each number from the line. Unfortunately, each element is still in the form of a string so you will usually need to coerce them into numbers using either int() or float(). Remember that lists can be referenced by offset in exactly the same way as arrays, so we coerce as follows: 

    >>> x = int(data[0])

    >>> print x

    1

    >>> y = float(data[1])

    >>> print y

    5.06

6.2 Writing to a file 

To output or write to a file use the write() method. It takes one parameter--the string to be written. Unlike the print command, the write() function does not automatically start a new line; if you want to start a new line after writing the data, add a \n character to the end: 

    >>> fout = open("output.dat", "w")

    >>> fout.write("This is a test\n")

    >>> fout.write("And here is another test line\n")

    >>> fout.close()

Note: in order to commit changes to a file, you must close() the file as above. 

The write() method must be given a string to write. Attempts to write integers, floats or arrays will fail: 

    >>> fout = open("output.dat", "w")

    >>> fout.write(10)

    Traceback (most recent call last):

      File "<pyshell#65>", line 1, in ?

        fout.write(10)

    TypeError: argument 1 must be string or read-only character

    buffer, not int

To output the value of a numeric variable, you must first coerce it into a string using the str() function: 

    >>> x = 4.1

    >>> print x

    4.1

    >>> str(x)

    '4.1'

To print several variables using the same write() function, use the + operator to concatenate the strings: 

    >>> element = Lithium

    >>> Z = 3

    >>> fout.write("The atomic number of " + element + " is " + str(Z))

Exercise:

Write a program that takes a slope, intercept and number of points as input from the user and generates a set of points with the independent variable incremented by one.  Have it write the output to a user specified file in the format:

1 4

2 8

3 12

4 16
7 Putting it all together 

This section shows a complete, well-commented program to indicate how most of the ideas discussed so far (Variables, Arrays, Files, etc.) are used together. 

Below is a rewritten version of the example in the first section, which did nothing more than add two numbers together. However, the two numbers are stored in arrays, the numbers are read in by a separate function, the addition is also done by a separate function, and the result is written to a file. 

    from Numeric import *

    def addnumbers(x, y):   # Declare functions first.

        sum = x + y

        return sum

    def getresponse():

        # Create a two element array to store the numbers

        # the user gives. The array is one of floating

        # point numbers because we do not know in advance

        # whether the user will want to add integers or

        # floating point numbers.

        response = zeros(2, Float)

        # Put the first number in the first element of

        # the list:

        response[0] = input("Please enter a number: ")

        # Put the second number in the second element:

        response[1] = input("And another: ")

        # And return the array to the rest of the program

        return response

    # Allow the user to name the file. Remember this is a string

    # and not a number so raw_input must be used.

    filename = raw_input("What file would you like to store the result in?")

    # Set up the file for writing:

    output = open(filename, "w")

    # Put the user's response (which is what the getresponse() function

    # returns) into a variable called numbers

    numbers = getresponse()

    # Add the two elements of the array together using the addnumbers()

    # function

    answer = addnumbers(numbers[0], numbers[1])

    # Turn the answer into a string and write it to file

    stringanswer = str(answer)

    output.write(stringanswer)

    # And finally, don't forget to close the file!

    
        output.close()
8.  Graphing in Vpython (With Credit to Bruce Sherwood and the Visual Documentation)
In this section we describe features for plotting graphs with tick marks and labels. Here is a simple example of how to plot a graph:

from visual.graph import * # import graphing features

 

funct1 = gcurve(color=color.cyan) # a connected curve object

 

for x in arange(0., 8.1, 0.1): # x goes from 0 to 8

    funct1.plot(pos=(x,5.*cos(2.*x)*exp(-0.2*x))) # plot

[image: image29.png]


Importing from visual.graph makes available all Visual objects plus the graph plotting module. The graph is autoscaled to display all the data in the window.

Exercise:

Now plot 3 complete cycles of a sine function with an amplitude of  2m and a wavelength of 2m centered about the origin. 

You can also plot points on a graph instead of a connected curve using a gvdots object. 
funct1 = gcurve(color=color.cyan)

funct2 = gvdots(delta=0.05, color=color.blue)

for x in arange(0., 8.1, 0.1):

    funct1.plot(pos=(x,5.*cos(2.*x)*exp(-0.2*x))) # curve

    funct2.plot(pos=(x,4.*cos(0.5*x)*exp(-0.1*x))) # dots

In a plot operation you can specify a different color to override the original setting:

mydots.plot(pos=(x1,y1), color=color.green)

You can provide a list of points to be plotted, just as is the case with the ordinary curve object:

points = [(1,2), (3,4), (-5,2), (-5,-3)]

data = gdots(pos=points, color=color.blue)

Creating multiple Graph Windows
You can establish a gdisplay to set the size, position, and title for the title bar of the graph window, specify titles for the x and y axes, and specify maximum values for each axis, before creating gcurve or other kind of graph plotting object:

graph1 = gdisplay(x=0, y=0, width=600, height=150,

          title='N vs. t', xtitle='t', ytitle='N',

          xmax=50., xmin=-20., ymax=5E3, ymin=-2E3,

          foreground=color.black, background=color.white)

For example:
from visual.graph import *
 # import graphing features

graph1 = gdisplay() #Create Graph Display

graph2 = gdisplay(y = 100)  #Create 2nd Graph Display

funct1 = gcurve(gdisplay = graph1,color=color.cyan)  #Create a function 

funct2 = gdots(gdisplay = graph2, color=color.blue)

for x in arange(0., 8.1, 0.1):

    funct1.plot(pos=(x,5.*cos(2.*x)*exp(-0.2*x))) # curve

    funct2.plot(pos=(x,4.*cos(0.5*x)*exp(-0.1*x))) # dots

Exercise: 
Create graphs of the normal curve between the bounds of -5 and 5, and its first and second derivatives each in a separate window.   

9.  Windows and Mouse Events (Excerpts from Visual Documentation)
Initially, there is one Visual display window named scene. Display objects do not create windows on the screen unless they are used, so if you immediately create your own display object early in your program you will not need to worry about scene. If you simply begin creating objects such as sphere they will go into scene.

display() Creates a display with the specified attributes, makes it the selected display, and returns it. For example, the following creates another Visual display window 600 by 200, with 'Graph of position' in the title bar, centered on (5,0,0) and with a background color of cyan filling the window.

scene2 = display(title='Graph of position', width=600, height=200,

     center=(5,0,0), background=(0,1,1))

Some handy attributes of the display are:

center Location at which the camera continually looks, even as the user rotates the position of the camera. If you change center, the camera moves to continue to look in the same "compass" direction toward the new center, unless you also change forward (see next attribute). Default (0,0,0).

autocenter scene.center is continuously updated to be the center of the smallest axis-aligned box containing the scene. This means that if your program moves the entire scene, the center of that scene will continue to be centered in the window.

forward  Vector pointing in the same direction as the camera looks (that is, from the current camera location, given by scene.mouse.camera, toward scene.center). The user rotation controls, when active, will change this vector continuously. When forward is changed, the camera position changes to continue looking at center. Default (0,0,-1).

range The extent of the region of interest away from center along each axis. This is always 1.0/scale, so use either range or scale depending on which makes the most sense in your program. Default (10,10,10) or set by autoscale.

scale A scaling factor which scales the region of interest into the sphere with unit radius. This is always 1.0/range, so use either range or scale depending on which makes the most sense in your program. Default (0.1,0.1,0.1) or set by autoscale.

Mouse Interactions

This program displays a sphere (which automatically creates a window referred to as scene), then repeatedly waits for a mouse left click, prints the mouse position, and displays a small red sphere. A mouse left click is defined as pressing and releasing the left mouse button at nearly the same location.

scene.range = 4 

sphere() # display a white sphere for context

while 1:

    if scene.mouse.clicked:  #Is there a mouse click event

        mouseevent = scene.mouse.getclick() #Get the Mouse Event

        location = mouseevent.pos

        print location

        sphere(pos=location, radius=0.1, color=(1,0,0))

Try running this program. You will find that if you click inside the white sphere, nothing seems to happen. This is because the mouse click is in the x,y plane, so the little red sphere is buried inside the large white sphere. If you rotate the scene and then click, you'll see that the little red spheres go into the new plane parallel to the screen and passing through display.center. If you want all the red spheres to go into the xy plane, do this:

        location = mouseevent.project(normal=(0,0,1))#project into xy
        if location: # loc is None if no intersection with plane

            print location
            sphere(pos=location, radius=0.1, color=(1,0,0))


There are four kinds of mouse events: press, click, drag, and drop:

   A press event occurs when a mouse button is depressed.

   A click event occurs when all mouse buttons are released with no or very slight movement of the mouse.
   Note that a click event happens when the mouse button is released.

   A drag event occurs when the mouse is moved slightly after a press event, with mouse buttons still down.
   This can be used to signal the beginning of dragging an object..

   A drop event occurs when the mouse buttons are released after a drag event.

The mouseevent has the following attributes:

pos The current 3D position of the mouse cursor; scene.mouse.pos. Visual always chooses a point in the plane parallel to the screen and passing through display.center. 

button = None (no buttons pressed), 'left', 'right', 'middle', or 'wheel' (scroll wheel pressed on some Windows mouses). Example: scene.mouse.button == 'left' is true if the left button is currently down.

pick The nearest object in the scene which falls under the cursor, or None. At present only spheres, boxes, cylinders, and convex can be picked. The picked object is scene.mouse.pick.

pickpos The 3D point on the surface of the picked object which falls under the cursor, or None; scene.mouse.pickpos.

camera The read-only current position of the camera as positioned by the user, scene.mouse.camera. For example, mag(scene.mouse.camera-scene.center) is the distance from the center of the scene to the current position of the camera. If you want to set the camera position and direction by program, use scene.forward and scene.center.

ray A unit vector pointing from camera in the direction of the mouse cursor. 
Exercise:
Write a program to have the user click two points on the screen and place a ball at each of those points.  Create a graph object that plots the position of those two points with the line connecting them. 
