1.0 Python 
Python
 is a relatively modern language by programming standards. It was first released in 1991 (in contrast C is almost forty years old). It has many features typical of a modern language that help computer users write more complex programs in less time. 

This handout will only teach you a subset of Python. Nevertheless, in doing the program you will acquire skills applicable both to Python and to programming in general. 

Python has been chosen because it is an increasingly popular language. Writing a program in Python will often take less time than to write the equivalent in most other languages and, because you can work with Python interactively, problems with the program are usually solved more quickly. Python is highly-suited to scientific programming, as well as to writing applications and general-purpose programs. 

There is a price to pay for the speed with which Python programs are written: they often take longer to run than equivalent programs in other languages. However, except when serious number-crunching is being done, this trade-off is usually worthwhile. 

Python has been designed to enable programmers to spend more time thinking about their problem and its logical solution, and less time worrying about the details of the language. In this way you will gain generally applicable programming skills that will serve you well in your future, whether it be in academia or elsewhere. 

All programming languages contain the same types of structures.  In this tutorial you will learn about the following:

1. Variable Assignment

2. Input and Output

3. Mathematical Functions

4. Logical Tests

5. Loop structures

1.1 Python Programming 

When you start up IDLE, you should see the Python editor window. You can always recognize an editor window by because it is empty. 

Here is an example of a complete Python module. Type it into an editor window and run it by choosing Run from the Run menu (or press the F5 key on your keyboard)1.1. 

    print "Please give a number: "

    a = input()

    print "And another: "

    b = input()

    print "The sum of these numbers is: "

    print a + b

If you get errors then check through your copy for small mistakes like missing punctuation marks. Having run the program it should be apparent how it works. The only thing which might not be obvious are the lines with input(). input() is a function which allows a user to type in a number and returns what they enter for use in the rest of the program: in this case the inputs are stored in a and b. 

If you are writing a module and you want to save your work, do so by selecting Save from the File menu then type a name for your program in the box. The name you choose should indicate what the program does and consist only of letters, numbers, and ``_'' the underscore character. The name must end with a .py so that it is recognized as a Python module, e.g. prog.py. Furthermore, do NOT use spaces in filenames or directory (folder) names. 

EXERCISE 1.1 
Change the program so it subtracts the two numbers, rather than adds them up. Be sure to test that your program works as it should. 

1.2. Variables 

1.2.1 Names and Assignment 

In Section 1.1 we used variables for the first time: a and b in the example. Variables are used to store data; in simple terms they are much like variables in algebra and, as mathematically-literate students, we hope you will find the programming equivalent fairly intuitive. 

Variables have names like a and b above, or x or fred or z1. Where relevant you should give your variables a descriptive name, such as firstname or height. Variable names must start with a letter and then may consist only of alphanumeric characters (i.e. letters and numbers) and the underscore character, ``_''. There are some reserved words which you cannot use because Python uses them for other things; these are listed in Appendix B. 

We assign values to variables and then, whenever we refer to a variable later in the program, Python replaces its name with the value we assigned to it. This is best illustrated by a simple example: 

      >>> x = 5

      >>> print x

      5

You assign by putting the variable name on the left, followed by a single =, followed by what is to be stored. To draw an analogy, you can think of variables as named boxes. What we have done above is to label a box with an ``x'', and then put the number 5 in that box. 

There are some differences between the syntax of Python and normal algebra which are important. Assignment statements read right to left only. x = 5 is fine, but 5 = x doesn't make sense to Python, which will report a Syntax Error. If you like, you can think of the equals sign as an arrow pointing from the number on the right, to the variable name on the left: 
      >>> a = b = c = 0

Reading the above right to left we have: ``assign 0 to c, assign c to b, assign b to a''. 

      >>> print a, b, c

      0 0 0

There are also statements that are alegbraically nonsense, that are perfectly sensible to Python (and indeed to most other programming languages). The most common example is incrementing a variable: 

      >>> i = 2

      >>> i = i + 1

      >>> print i

      3

The second line in this example is not possible in maths, but makes sense in Python if you think of the equals as an arrow pointing from right to left. To describe the statement in words: on the right-hand side we have looked at what is in the box labelled i, added 1 to it, then stored the result back in the same box. 



1.2.2 Types 

Your variables need not be numeric. There are several types. The most useful are described below: 

Integer: Any whole number: 

      >>> myinteger = 0

      >>> myinteger = 15

      >>> myinteger = -23

      >>> myinteger = 2378

Float: A floating point number, i.e. a non-integer. 

      >>> myfloat = 0.1

      >>> myfloat = 2.0

      >>> myfloat = 1.14159256

      >>> myfloat = 1.6e-19

      >>> myfloat = 3e8

Note that although 2 is an integer, by writing it as 2.0 we indicate that we want it stored as a float, with the precision that entails.1.4 The last examples use exponentials, and in math would be written 1.6 * 10-19 and 3 * 108. If the number is given in exponential form it is stored with the precision of floating point whether or not it is a whole number. 

String: A string or sequence of characters that can be printed on your screen. They must be enclosed in either single quotes or double quotes--not a mixture of the two, e.g. 

      >>> mystring = "Here is a string"

      >>> mystring = 'Here is another'

Arrays and Lists: These are types which contain more than one element, analogous to vectors and matrices in mathematics. Their discussion is deferred until a later date. For the time being, it is sufficient to know that a list is written by enclosing it in square brackets as follows: mylist = [1, 2, 3, 5] 

If you are not sure what type a variable is, you can use the type() function to inspect it: 

      >>> type(mystring)

      <type 'str'>

'str' tells you it is a string. You might also get <type 'int'> (integer) and <type 'float'> (float). 

EXERCISE 1.2 
Use the interactive interpreter to create integer, float and string variables. Once you've created them print them to see how Python stores them. 
Experiment with the following code snippet to prove to yourself that Python is case-sensitive, i.e. whether a variable named a is the same as one called A: 
    >>> a = 1.2

    >>> print A

As a beginner you will avoid making mistakes if you restrict yourself to using lower-case for your Python functions and the names of your variables.
1.3 Input and output 

Computer programs generally involve interaction with the user. This is called input and output. Output involves printing things to the screen (and, as we shall see later, it also involves writing data to files, sending plots to a printer, etc). We have already seen one way of getting input--the input() function in Section 1.2. Functions will be discussed in more detail in Section 1.9, but for now we can use the input() function to get numbers (and only numbers) from the keyboard. 

You can put a string between the parentheses of input() to give the user a prompt. Hence the example in Section 1.1 could be rewritten as follows: 

    a = input("Please give a number: ") 

    b = input("And another: ")

    print "The sum of these numbers is:", a + b

[Note that in this mode of operation the input() function is actually doing output as well as input!] 

The print command can print several things, which we separate with a comma, as above. If the print command is asked to print more than one thing, separated by commas, it separates them with a space. You can also concatenate (join) two strings using the + operator (note that no spaces are inserted between concatenated strings): 

    >>> x = "Spanish Inquisition"

    >>> print "Nobody expects the" + x

    Nobody expects theSpanish Inquisition

input() can read in numbers (integers and floats) only. If you want to read in a string (a word or sentence for instance) from the keyboard, then you should use the raw_input() function; for example: 

    >>> name = raw_input("Please tell me your name: ")

EXERCISE 1.3 
Copy the example in Section 1.1 into an empty module. Modify it so that it reads in three numbers and adds them up. 
Further modify the program to ask the user for their name before inputting the three numbers. Then, instead of just outputting the sum, personalize the output message; eg. by first saying: ``name here are your results'' where name is their name. Think carefully about when to use input() and raw_input(). 
1.4 Arithmetic 

The programs you write will nearly always use numbers. Python can manipulate numbers in much the same way as a calculator (as well as in the much more complex and powerful ways you'll use later). Basic arithmetic calculations are expressed using Python's (mostly obvious) arithmetic operators. 

    >>> a = 2            # Set up some variables to play with

    >>> b = 5

    >>> print a + b

    7

    >>> print a - b     # Negative numbers are displayed as expected

    -3

    >>> print a * b     # Multiplication is done with a *

    10

    >>> print a / b     # Division is with a forward slash /

    0

Yikes!  Not what we expected!  The problem is that we assign the value 2 to a and 5 to b.  Python assumed that this meant that a and b are integers.  The result of dividing and integer by and integer is another integer.  The result we expected was 2/5 = 0.4.  But 0.4 is not an integer.  Python simply truncates it (ignores what is behind the decimal point)  and calls it 0.  If the result had been 0.8, Python would still have called it 0. This can wreak havoc in a program and cause a lot of headaches.  One way around it is to be careful and use decimal points when assigning values to floats.  (e.g. a = 2. instead of a = 2) and is the only way out in some programming languages.  Fortunately, Python offers a fool-resistant way out of this.  Simply insert the line “from_future_import division” at the top of all your python programs. This will tell python that when you enter 2/5 we really mean 2./5 and we expect 0.4 as the result, not 0.  Still, it is a good idea to get into the habit of using decimal points unless you are 100% sure you want an integer.  In the future, you are likely to use programming languages that do not offer this easy fix. 

Let’s look at some more arithmetic operators:

>>> print a ** b     # The power operation is done with **

32

>>> print b % a      # Gives the remainder of a division (5/2 = 2*2 +1)

1

>>> print 4.5 % 2    # The % operator works with floats too

0.5

The above session at the interactive interpreter also illustrates comments. This is explanatory text added to programs to help anyone (including yourself!) understand your programs. When Python sees the # symbol it ignores the rest of the line. Here we used comments at the interactive interpreter, which is not something one would normally do, as nothing gets saved. When writing modules you should comment your programs comprehensively, though succinctly. They should describe your program in sufficient detail so that someone who is not familiar with the details of the problem but who understands programming (though not necessarily in Python), can understand how your program works. Examples in this handbook should demonstrate good practice. 

Although you should write comments from the point of view of someone else reading your program, it is in your own interest to do it effectively. You will often come back to read a program you have written some time later. Well written comments will save you a lot of time. Furthermore, the demonstrators will be able to understand your program more quickly (and therefore mark you more quickly too!). 

The rules of precedence are much the same as with calculators. ie. Python generally evaluates expressions from left to right, but things enclosed in brackets are calculated first, followed by multiplications and divisions, followed by additions and subtractions. If in doubt add some parentheses: 

    >>> print 2 + 3 * 4

    14

    >>> print 2 + (3 * 4)

    14

    >>> print (2 + 3) * 4

    20

Parentheses may also be nested, in which case the innermost expressions are evaluated first; ie. 

    >>> print (2 * (3 - 1)) * 4

    16

EXERCISE 1.4 
Play around with the interactive interpreter for a little while until you are sure you understand how Python deals with arithmetic: ensure that you understand the evaluation precedence of operators. Ask a demonstrator if you need more help with this. 
Write a program to read the radius of a circle from the keyboard and print its area and circumference to the screen. You need only use an approximate value for [image: image1.png]


. Don't forget comments, and make sure the program's output is descriptive, i.e. the person running the program is not just left with two numbers but with some explanatory text. Again, think about whether to use input() or raw_input(). 
1.5 Logical Tests 

1.5.1 An example of an if test 

The if statement executes a nested code block if a condition is true. Here is an example: 

      age = input("Please enter your age: ")

      if age > 40:

          print "Wow! You're really old!"

Copy this into an empty module and try to work out how if works. Make sure to include the colon and indent as in the example. 

What Python sees is ``if the variable age is a number greater than 40 then print a suitable comment''. As in maths the symbol ``>'' means ``greater than''. The general structure of an if statement is: 

      if [condition]:

          [statements to execute if condition is true]

      [rest of program]

Note: The text enclosed in square brackets it not meant to be typed. It merely represents some Python code. 

Again indentation is important. In the above general form, the indented statements will only be executed if the condition is true but the rest of the program will be executed regardless. Its lack of indentation tells Python that it is nothing to do with the if test. 

1.5.2 Comparison tests and Booleans 

The [condition] is generally written in the same way as in math. The possibilities are shown below: 

	Comparison 
	What it tests 

	a < b
	a is less than b

	a <= b
	a is less than or equal to b

	a > b
	a is greater than b

	a >= b
	a is greater than or equal to b

	a == b
	a is equal to b

	a != b
	a is not equal to b

	a < b < c
	a is less than b, which is less than c


The == is not a mistake. One = is used for assignment, which is different to testing for equality, so a different symbol is used. Python will complain if you mix them up (for example by doing if a = 4). 

It will often be the case that you want to execute a block of code if two or more conditions are simultaneously fulfilled. In some cases this is possible using the expression you should be familiar with from algebra: a < b < c. This tests whether a is less than b and b is also less than c. 

Sometimes you will want to do a more complex comparison. This is done using boolean operators such as and and or: 

      if x == 10 and y > z:

          print "Some statements which only get executed if"

          print "x is equal to 10 AND y is greater than z."

      if x == 10 or y > z:

          print "Some statements which get executed if either 

          print "x is equal to 10 OR y is greater than z"

These comparisons can apply to strings too. The most common way you might use string comparions is to ask a user a yes/no question. 

      answer = raw_input("Evaluate again? ")

      if answer == "y" or answer == "Y" or answer == "yes":

          # Do some more stuff

EXERCISE 1.5 
Write a program to ask for the distance traveled and time take for a journey. If they went faster than some suitably dangerous speed, warn them to go slower next time. 
1.6 Loop Structures:

In programming a loop is a statement or block of statements that is executed repeatedly. 

1.6.1 while loops 

while loops are used to repeat the nested block following them a number of times. However, the number of times the block is repeated can be variable: the nested block will be repeated whilst a condition is satisfied. At the top of the while loop a condition is tested and if true, the loop is executed. 

    while [condition]:

       [statements executed if the condition is true]

    [rest of program]

Here is a short example: 

    i = 1

    while i < 10:

        print "i equals:", i

        i = i + 1

    print "i is no longer less than ten"

Recall the role of indentation. The last line is not executed each time the while condition is satisfied, but rather once it is not, and Python has jumped to [rest of program]. 

The [condition] used at the top of the while loop is of the same form as those used in if statements: see Section 1.7.2, ``Comparison tests and Booleans'' 

Here is a longer example that uses the % (remainder) operator to return the smallest factor of a number entered by a user: 

    print """ 

    This program returns the smallest non-unity

    factor (except one!) of a number entered by the user 

    """

    n = input("number: ") 

    i = 2       # Start at two -- one is a factor of everything

    while (n % i) != 0:  # i.e. as long as the remainder of n / i

       i = i + 1         # is non-zero, keep incrementing i by 1.

          # once control has passed to the rest of the program we know 

          # i is a factor.

    print "The smallest factor of n is:", i

This program does something new with strings. If you want to print lines of text and control when the next line is started, enclose the string in three double quotes and type away. 

This is the most complex program you have seen so far. Make sure you try running it yourself. Convince yourself that it returns sensible answers for small n and try some really big numbers. 

EXERCISE 1.6  (If you have time!!!!) 
Modify the above example of while so that it tells the user whether or not the number they have entered is a prime. Hint: think about what can be said about the smallest factor if the number is prime. Some really big primes you could try with your program are 1,299,709 and 15,485,861. Note that this is far from the most efficient way of computing prime numbers! 
1.7 Visual Python (Adapted from Vpython tutorial by B. Sherwood, used with permission)
Now it is time to have some fun with the unique power of Visual Python

1.7.1 Overview

VPython is a programming language that is easy to learn and is well suited to creating 3D interactive models of physical systems. VPython has three components that you will deal with directly:

· Python, a programming language invented in 1990 by Guido van Rossem, a Dutch computer scientist. Python is a modern, object-oriented language which is easy to learn.

· Visual, a 3D graphics module for Python created by David Scherer while he was a student at Carnegie Mellon University. Visual allows you to create and animate 3D objects, and to navigate around in a 3D scene by spinning and zooming, using the mouse.

· IDLE, an interactive editing environment, written by van Rossem and modified by Scherer, which allows you to enter computer code, try your program, and get information about your program. 

1.7.2 Your First Program

· [image: image2.png]Start IDLE by double-clicking on the snake icon on your desktop. A window labeled “Untitled” should appear. This is the window in which you will type your program. 
· As the first line of your program, type the following statement:

from visual import *

This statement instructs Python to use the Visual graphics module.

· As the second line of your program, type the following statement:

sphere ( )

1.7.3 Save Your Program

Save your program by pulling down the File menu and choosing Save As. Give the program a name ending in “.py,” such as “MyProgram.py”. You must type the “.py” extension; IDLE will not supply it. Every time you run your program, IDLE will save your code before running. You can undo changes to the program by pressing CTRL-z.  You will want to save your program on the desktop.
1.7.4 Running the Program

Now run your program by pressing F5 (or by choosing “Run program” from the “Run” menu). You will have to save your program. 
· When you run the program, two new windows appear. There is a window titled “VPython,” in which you should see a white sphere, and a window titled “Output”. Move the Output window to the bottom of your screen where it is out of the way but you can still see it (you may make it smaller if you wish) .
1.7.5 Spinning and Zooming

In the VPython window, hold down the “middle” mouse button and move the mouse. You should see that you are able to zoom into and out of the scene. (On a 2-button mouse, hold down both left and right buttons; on a 1-button mouse, hold down the control key and the mouse button.)

Now try holding down the right mouse button (hold down shift key with a one-button mouse) . You should find that you are able to rotate around the sphere (you can tell that you are moving because the lighting changes) .

To avoid confusion about motion in the scene, it is helpful to keep in mind the idea that you are moving a camera around the object. When you zoom and rotate you are moving the camera, not the object.
These navigation tools are built into all VPython programs unless specifically disabled by the author of the program.

1.7.6 Stopping the Program

[image: image3.png]Click the close box in the upper right of the display window (VPython window) to stop the program. Unfortunately, the security “features” of Windows running on a server close all instances of python when you close a program window.  I would suggest saving a copy of your program on the desktop so you can immediately open it again by right clicking on it and selecting “Edit with Idle”.
1.7.7 Modifying Your Program

A single white sphere isn’t very interesting. Let’s change the color, size, and position of the sphere.
· Change the second line of your program to read: 
sphere(pos=(-5,0,0), radius=0.5, color=color.red)

What does this line of code do? To position objects in the display window we set their 3D cartesian coordinates. The origin of the coordinate system is at the center of the display window. The positive x axis runs to the right, the positive y axis runs up, and the positive z axis comes out of the screen, toward you. The assignment

pos=(-5,0,0)

sets the position of the sphere by assigning values to the x, y, and z coordinates of the z

center of the sphere. The assignment

radius=0.5

gives the sphere a radius of 0.5 of the same units. Finally,

color = color.red

makes the sphere red (there are 8 colors easily accessible by color.xxx: red,green, blue, yellow, magenta, cyan, black, and white) .

· Now press F5 to run your program. Note that VPython automatically makes the display window an appropriate size, so you can see the sphere in your display.


1.7.7.1
Objects and attributes

The sphere created by your program is an object. Properties like pos, ra​dius, and color are called attributes of the object.

Now let’s create another object. We’ll make a wall, to the right of the sphere.

· Add the following line of code at the end of your program. box(pos=(6,0,0), size=(0.2,4,4), color=color.green)

· Before running your program, try to predict what you will see in your display. Run your program and try it.
1.7.7.2
Naming objects

In order to refer to objects such as the sphere and the box, we need to give them names.

· To name the sphere “ball”, change the statement that creates the red sphere to this:

ball = sphere(pos=(-5,0,0), radius=0.5, color=color.red)

· [image: image4.png]Similarly, give the box the name “wallR” (for right wall) . Your program should now look like this:

from visual import *

sphere(pos=(-5,0,0), radius=0.5, color=color.red)

wallR = box(pos=(6,0,0),size=(0.2,4,4),color=color.green)

If you run your program you should find that it runs as it did before.

1.7.8 Order of Execution

You may already know that when a computer program runs, the computer starts at the beginning of the program and executes each statement in the order in which it is encountered. In Python, each new statement begins on a new line. Thus, in your program the computer first draws a red sphere, then draws a green box (of course, this happens fast enough that it appears to you as if everything was done simultaneously). When we add more statements to the program, we’ll add them in the order in which we want them to be executed. Occasionally we’ll go back and

insert statements near the beginning of the program because we want them to be executed before statements that come later.

1.7.9 Animating the Ball

We would like to make the red ball move across the screen and bounce off of the green wall. We can think of this as displaying “snapshots” of the position of the ball at successive times as it moves across the screen. To specify how far the ball moves, we need to specify its velocity and how much time has elapsed.

We need to specify a time interval between “snapshots.” We’ll call this very short time interval “dt”. In the context of the program, we are talking about virtual time (i.e. time in our virtual world); a virtual time interval of 1 second may take much less than one second on a fast computer.

· Type this line at the end of your program:

dt = 0.05

We also need to specify the velocity of the ball. We can make the velocity of the ball an attribute of the ball, by calling it “ball.velocity”. Since the ball will move in three dimensions, we must specify the x, y, and z components of the ball’s velocity. We do this by making “ball.velocity” a vector.

· Type this line at the end of your program:

ball.velocity = vector(2,0,0)

If you run the program, nothing will happen, because we have not yet given instructions on how to use the velocity to update the ball’s position.

Since distance = speed*time, we can calculate how far the ball moves (the displacement of the ball) in time dt by multiplying ball.velocity by dt. To find the ball’s new position, we add the displacement to its old position:

ball.pos = ball.pos + ball.velocity*dt

Note that just as velocity is a vector, so is the position of the ball. 
1.7.9.1 The meaning of the equal sign

If you are new to programming, the statement 

ball.pos = ball.pos + ball.velocity*dt

may look very odd indeed. Your math teachers would surely have objected had you written a = a + 2.

In a Python program (and in many other computer languages), the equal sign means “assign a value to this vari​able.” When you write:

a = a + 2

you are really giving the following instructions: Find the location in memory where the value of the variable a is stored. Read up that value, add 2 to it, and store the result in the location in memory where the value of a is stored. So the statement:

ball.pos = ball.pos + ball.velocity*dt

really means: “Find the location in memory where the position of the object bal is stored. Read up this value, and add to it the result of the vector expression ball.velocity*dt. Store the result back in the location in memory where the position of the object ball is stored.

1.7.9.2 Running the animation

Your program should now look like this:

from visual import *

ball = sphere(pos=(-5,0,0), radius=0.5, color=color.red)  

wallR = box(pos=(6,0,0), size=(0.2,4,4), color=color.green) 

dt = 0.05

ball.velocity = vector(0.2,0,0)

ball.pos = ball.pos + ball.velocity*dt

· Run your program.

Not much happens! The problem is that the program only took one time step; we need to take many steps. To accom​plish this, we write a while loop. A while loop instructs the computer to keep executing a series of commands over and over again, until we tell it to stop.

· Delete the last line of your program. Now type: 
while (1==1):

[image: image5.png]Don’t forget the colon! Notice that when you press return, the cursor appears at an indented location after the while. The indented lines following a while statement are inside the loop; that is, they will be repeated over and over. In this case, they will be repeated as long as the number 1 is equal to 1, or forever. We can stop the loop by quitting the program.

· Indented under the while statement, type this:

ball.pos = ball.pos + ball.velocity*dt

(Note that if you position your cursor at the end of the while statement, IDLE will automatically indent the next lines when you press ENTER. Alternatively, you can simply press TAB to indent a line.) All indented statements after a while statement will be executed every time the loop is executed.

Your program should now look like this:

from visual import *

ball = sphere(pos=(-5,0,0), radius=0.5, color=color.red) 

wallR = box(pos=(6,0,0), size=(0.2,4,4), color=color.green) 

dt = 0.05

ball.velocity = vector(2,0,0)

while (1==1):

ball.pos = ball.pos + ball.velocity*dt

· Run your program. You should observe that the ball moves to the right, quite rapidly.
· To slow it down, insert the following statement inside the loop (after the while statement):

rate(100)

This specifies that the while loop will not be executed more than 100 times per second.

· Run your program.

You should see the ball move to the right more slowly. However, it keeps on going right through the wall, off into empty space, because this is what we told it to do.

1.7.10 Making the ball bounce: Logical tests

To make the ball bounce off the wall, we need to detect a collision between the ball and the wall. A simple approach is to compare the x coordinate of the ball to the x coordinate of the wall, and reverse the x component of the ball’s velocity if the ball has moved too far to the right. We can use a logical test to do this:

if ball.x > wallR.x:

ball.velocity.x = -ball.velocity.x

The indented line after the “if” statement will be executed only if the logical test in the previous line gives “true” for the comparison. If the result of the logical test is “false” (that is, if the x coordinate of the ball is not greater than the x coordinate of the wall), the indented line will be skipped.

However, since we want this logical test to be performed every time the ball is moved, we need to indent both of these lines, so they are inside the while loop. Insert tabs before the lines, or select the lines and use the “Indent region” option on the “Format” menu to indent the lines. Your program should now look like this:

 from visual import *

 ball = sphere(pos=(-5,0,0), radius=0.5, color=color.red) 
 wallR = box(pos=(6,0,0), size=(0.2,4,4), color=color.green) 
 dt = 0.05

 ball.velocity = vector(2,0,0)

while (1==1):

rate(100)

ball.pos = ball.pos + ball.velocity*dt 
if ball.x > wallR.x:

ball.velocity.x = -ball.velocity.x

· Run your program.

You should observe that the ball moves to the right, bounces off the wall,and then moves to the left, continuing off into space. Note that our test is not very sophis​ticated; because ball.x is at the center of the ball and wallR.x is at the center of the wall, the ball appears to penetrate the wall slightly.

· Add another wall at the left side of the display, and make the ball bounce off that wall also.
Your program should now look something like the following:

from visual import *

ball = sphere(pos=(-5,0,0), radius=0.5, color=color.red)

wallR = box(pos=(6,0,0), size=(0.2,4,4), color=color.green)

wallL = box(pos=(-6,0,0), size=(0.2,4,4), color=color.green)

dt = 0.05

ball.velocity = vector(2,0,0) while (1==1):

rate(100)

ball.pos = ball.pos + ball.velocity*dt

if ball.x > wallR.x:

ball.velocity.x = -ball.velocity.x

if ball.x < wallL.x:

ball.velocity.x = -ball.velocity.x

Note that we inserted the statement to draw the left wall near the beginning of the program, before the while loop. If we had put the statement after the “while” (inside the loop), a new wall would be created every time the loop was ex​ecuted. We’d end up with thousands of walls, all at the same location. While we wouldn’t be able to see them, the computer would try to draw them, and this would slow the program down considerably.

1.7.11 Making the ball move at an angle

To make the program more interesting, let’s make the ball move at an angle.

· Change the ball’s velocity to make it move in the y direction, as well as in the x direction. Before reading further, try to do this on your own.

[image: image6.png]Since the ball’s velocity is a vector, all we need to do is give it a nonzero y component. For example, we can change the statement:

ball.velocity = vector(2,0,0) to

ball.velocity = vector(2,1.5,0)

Now the ball moves at an angle. Unfortunately, it now misses the wall! However, you can fix this later by extending the wall, or by adding a horizontal wall above the other walls.

1.7.12 Visualizing velocity

We will often want to visualize vector quantities, such as the ball’s velocity. We can use an arrow to visualize the ve​locity of the ball. Before the while statement, but after the program statement setting the ball’s velocity, ball.velocity = vector(2,1.5,1)

we can create an arrow:

bv = arrow(pos=ball.pos, axis=ball.velocity, color=color.yellow)

It’s important to create the arrow before the while loop. If we put this state​ment in the indented code after the while, we would create a new arrow in ev​ery iteration. We would soon have thousands of arrows, all at the same location! This would make our program run very slowly.

· Run your program.

You should see a yellow arrow with its tail located at the ball’s initial position, pointing in the direction of the ball’s initial velocity. However, this arrow doesn’t change when the ball moves. We need to update the position and axis of the ve​locity vector every time we move the ball.

· Inside the while loop, after the last line of code, add these lines:

bv.pos = ball.pos

bv.axis = ball.velocity

The first of these lines moves the tail of the arrow to the location of the center of the ball. The second aligns the arrow with the current velocity of the ball.

Let’s also make the walls a bit bigger, by saying size= ( 0.2, 12,12 ), so the ball will hit them.

Your program should now look like this:
from visual import *

ball = sphere(pos=(-5,0,0), radius=0.5, color=color.red)

wallR = box(pos=(6,0,0), size=(0.2,12,12), color=color.green)

wallL = box(pos=(-6,0,0), size=(0.2,12,12), color=color.green)

dt = 0.05

ball.velocity = vector(2,1.5,1)

bv = arrow(pos=ball.pos, axis=ball.velocity, color=color.yellow)

while (1==1):

rate(100)

ball.pos = ball.pos + ball.velocity*dt

if ball.x > wallR.x:

ball.velocity.x = -ball.velocity.x

if ball.x < wallL.x:

     ball.velocity.x = -ball.velocity.x 

bv.pos = ball.pos
bv.axis = ball.velocity

· Run the program. The arrow representing the ball’s velocity should move with the ball, and should change direction every time the ball collides with a wall.

1.7.13 Leaving a trail

[image: image7.png]Sometimes we are interested in the trajectory of a moving object, and would like to have it leave a trail. We can make a trail out of a curve object. A curve is an ordered list of points, which are connected by a line (actually a thin tube) . We’ll create the curve before the loop, and add a point to it every time we move the ball.

· After creating the ball, but before the loop, add the following line:

ball.trail = curve(color=ball.color)

This creates a curve object whose color is the same as the color of the ball, but without any points in the curve.

· At the end of the loop, add the following statement (indented) :

ball.trail.append(pos=ball.pos)

This statement adds a point to the trail. The position of the point is the same as the current position of the ball. Your program should now look like this:

from visual import *

ball = sphere(pos=(-5,0,0), radius=0.5, color=color.red)

wallR = box(pos=(6,0,0), size=(0.2,12,12), color=color.green)

wallL = box(pos=(-6,0,0), size=(0.2,12,12), color=color.green)

dt = 0.05

ball.velocity = vector(2,1.5,1)

bv = arrow(pos=ball.pos, axis=ball.velocity, color=color.yellow)

ball.trail = curve(color=ball.color)

while (1==1):

rate(100)

ball.pos = ball.pos + ball.velocity*dt 

if ball.x > wallR.x:

ball.velocity.x = -ball.velocity.x 

      if ball.x < wallL.x:

ball.velocity.x = -ball.velocity.x 

     bv.pos = ball.pos

bv.axis = ball.velocity 

ball.trail.append(pos=ball.pos)

· Run your program. You should see a red trail behind the ball.

1.7.14 How your program works

In your while loop you continually change the position of the ball (ball.pos); you could also have changed its color or its radius. While your code is running, VPython runs another program (a “parallel thread”) which periodi​cally gets information about the attributes of your objects, such as ball.pos and ball.radius. This program does the nec​essary computations to figure out how to draw your scene on the computer screen, and instructs the computer to draw this picture. This happens many times per second, so the animation appears continuous.

1.7.15 Making the ball bounce around inside a large box

· You are now at a point where you can try the following modifications to your program. 

· Add top and bottom Walls.

· Expand all the walls so they touch, forming part of a large box.

· Add a back wall, and an “invisible” front wall. That is, do not draw a front wall, but include an “if” statement to prevent the ball from coming through the front.

· Give your ball a component of velocity in the z direction as well, and make it bounce off the back and front walls.

· Make the surface of the ball collide with the surface of the wall.  

· Add an acceleration of gravity of -9.8 m/s2 pointing in the negative z direction

· Make the collisions with the walls partially elastic
· Create and model a total of 10 balls in the box.

· Model the interactions between the balls. 
Appendix A. Errors 

When there is a problem with your code, Python responds with an error message. This is its attempt at explaining the problem. It might look something like this: 

>>> print x

Traceback (most recent call last):

  File "<pyshell#1>", line 1, in ?

    print x

NameError: name 'x' is not defined

The first few lines sometimes contain useful information about where Python thinks the error occured. If you are typing a module (rather than working interactively), click and hold the right mouse button and select go to file/line. This will take you to the line Python thinks is the problem. This is not always where the actual problem lies so analyze the last line of the error message too. This Appendix attempts to help you understand these messages. 

A.1 Attribute Errors, Key Errors, Index Errors 

Messages starting ``AttributeError:'', ``KeyError:'' or ``IndexError:'' generally indicate you were trying to reference or manipulate part of a multi-element variable (lists and arrays) but that element didn't exist. For example: 

  >>> xx = array([1,2])

  >>> print xx[5]

  Traceback (most recent call last):

    File "<pyshell#9>", line 1, in ?

      print xx[5

  IndexError: index out of bounds

A.2 Name Errors 

Name errors indicate that a variable you have referred to does not exist. Check your spelling. You might have mis-typed a function, e.g. primt x. Check you haven't attempted to do something with a variable before assigning a value to it, e.g. typing only the following into a module will not work: 

  print x

  x = 5

A.3 Syntax Errors 

These suggest there is a sufficiently severe problem with the way your code is written that Python cannot understand it. Common examples are missing out the colon at the end of a line containing a for, if or while loop; writing a condition with just one =, e.g. 

  if x = 5:

      print "x is equal to five"

Check that you haven't forgotten to end any strings with quotes and that you have the right number of parentheses. Missing out parentheses can lead to a syntax error on the next line. You will get a SyntaxError when you run your program if the user does not respond to an input() function. Incorrectly indenting your program might also cause SyntaxErrors 

A.4 Type Errors 

You have tried to do something to a variable of the wrong type. There are many forms: 

TypeError: illegal argument type for built-in operation 
You asked Python to do a built-in operation on the wrong type of variable. For example, you tried to add a number to a string. 

TypeError: not enough arguments; expected 1, got 0 
You used a function without supplying the correct number of parameters. 

TypeError: unsubscriptable object 
You tried to reference a variable that did not have more than one element (e.g. a float or integer) by offset: 

  >>> x = 5

  >>> print x[0]
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� Python is named after the 1970s TV series Monty Python's Flying Circus, so variables in examples are often named after sketches in the series. Don't be surprised to see spam, lumberjack, and shrubbery if you read up on Python on the web. As this is a document written by deadly serious scientists we will avoid this convention (mostly). However, it's something to be aware of if you take your interest in Python further. 








